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1. Introduction

Teaching Object-Oriented Programming (OOP) to novices is without doubt one of the most
challenging topics in Computer Science Education. Extended research has been carried out,
which focuses on:
= proposing and/or evaluating teaching approaches (Bennedsen & Caspersen, 2004;
Brusilovsky et al., 1997; Chang et al., 2001; Nevison & Wells, 2003; Proulx et al., 2002),
such as “objects-first”, “model-first”, and using coding patterns,
= devising educational programming environments and tools (Allen et al., 2002; Buck &
Stucki, 2000; Cooper et al., 2000; Kolling et al., 2003; Sanders & Dorn, 2003; Xinogalos et
al., 2006a), and
= studying students” understanding and misconceptions of object-oriented programming
(Carter. & Fowler, 1998; Fleury, 2000; Fleury, 2001; Holland et al., 1997; Ragonis & Ben-
Ari, 2005a; Truong & Bancroft, 2004; Xinogalos et al., 2006b).
In most cases this research has been carried out with the form of a pilot/empirical study or
an experiment in the context of an OOP course. There is little evidence of evaluating an OOP
course as a whole: teaching approach(es) used; sequence of concepts presented and
organization of lessons; programming environment(s) and educational tools used; students’
difficulties and misconceptions recorded and didactical situations/activities for dealing
with them. Consequently, the problem for those struggling to design an effective OOP
course for their students remains.
In this chapter we present the long-term evaluation and refinement of an OO Design and
Programming course, which was initially exclusively based on the well-known environment
of Blue], the book “Objects First with Java: A practical introduction using Blue]” (Barnes &
Kolling, 2004), the established guidelines for teaching with Blue] (Kolling & Rosenberg,
2001) and the results of the research regarding the teaching of OOP. Although, the teaching
approach adopted is not an empirical one, it was our belief that it should definitely be
evaluated by recording students’ achievements and studying their conceptions. This
evaluation gave us invaluable insights into students’ difficulties and helped us reform the
course with increasingly positive results the last four years.
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In the second section of the chapter we review the research regarding the teaching of OOP

to novices that guided the design of our course. Specifically, we review the most important

teaching approaches that have been proposed, as well as the educational programming

environments and programming microworlds that have been devised.

In the third section we present the most important results, referring to the design of the

course, from the long-term evaluation and refinement of the “Object-Oriented Design and

Programming” course that is being taught for the last four years at a Technology

Management Department. First, we describe the placement and the aims of the course,

which played a central role in its design process. Next, we present the results of three

distinct versions of the course.

In the fourth section we present some guidelines for designing and/or teaching an effective

OOP course. These results are based on the rigorous four-year evaluation and refinements of

the concrete undergraduate “Object-Oriented Design and Programming” course described,

but are presented in such a way that can be exploited by CSE educators in various contexts.

Specifically, we present:

= the proposed refined sequence of lessons. The fundamental OO software development
tasks and programming concepts taught in each lesson, the tools used for teaching them
and the time allocated for each lesson are presented.

= the advantages of three distinct, but complementary for our purpose, environments:
objectKarel, Blue] and JCreator that represent a programming microworld, an
educational IDE, and a more professional programming environment respectively.
Empbhasis is given on presenting guidelines for making good use of the features of Blue]
and avoiding the underlying pitfalls of this or similar environments that give the
chance of direct manipulation of objects.

= guidelines for teaching each one of the proposed lessons. The way the new concepts are
presented, the most common difficulties and misconceptions which were recorded in
our four-year evaluation of the course, as well as specific didactical interventions are
presented.

Finally, we present our future plans that focus on developing even more appropriate

educational material (i.e. examples, activities, assignments).

2. Literature Review on the Teaching of OOP

2.1 Teaching approaches

Teaching OOP to novices is widely known to be quite problematic. As the authors of the
ACM Curricula report acknowledge, the objects-first strategy creates added difficulties to
both the teaching and learning of programming (Chang et al., 2001). Various teaching
approaches have been proposed for supporting the objects-first strategy and making the
teaching and learning of OOP concepts easier and more effective. The most important are
described briefly in the following paragraphs.

Presenting especially designed examples for avoiding common difficulties. Holland et al.
(1997) suggest the presentation of examples and the assignment of exercises especially
designed for avoiding misconceptions that have been recorded and cannot be easily shifted
once acquired by students. For example, in order to avoid the misconception that “object”
and “class” are the same concept, teachers should use examples where several instances of
each class are used.
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Using Graphical User Interfaces. Proulx, Raab, & Rasala (2002) state that teaching should
begin with the concept of objects, which should have a noticeable behavior and should
interact with other objects. The familiarization of students with the main concepts of OOP is
accomplished through a series of labs and lectures that are based on using GUIs developed
by Proulx et al. (2002) in Java. Although some researchers (Kélling et al., 2003) are opposite
with the use of GUIs as a medium of teaching OO concepts, Proulx et al. consider their use
necessary. In each one of the 4 labs described (Proulx et al., 2002) a different GUI is used
with the aim of: (1) exploring the behavior of objects without making any reference to the
source code (Ist lab); (2) observing the changes of member data of the objects as a
consequence of responding to actions that invoke member functions, and learning the
syntax of such calls (2nd lab) ; (3) studying part of the source code that implements the GUI
that is used, and making small changes (3rd lab); (4) extending an existing class (4th lab).
Using Case Studies. Nevison & Wells (2003) believe that teaching OOP should begin with
teaching objects, as most of the instructors do. However, in order to present interacting
objects the use of difficult/complex examples is acquired. Nevison and Wells suggest the
use of case studies that give the chance to present complex examples at the beginning of an
introductory programming course, as well as the ability to adopt an object-oriented
approach to solving problems. The choice of a case study must be done carefully, which
means that the complexity of the system that the case study describes favors the
presentation of object-oriented concepts and the implementation of simple programs that
can be used in an introductory programming course. Also, the case studies that are going to
be used must allow the gradual presentation of concepts (one concept each time) through
the development of a series of programs of increasing complexity.

Using Educational Programming Environments. Empirical studies and experience has
shown that one of the most important sources of difficulties for novice programmers is the
use of professional programming environments for their introduction to programming. This
ascertainment has led many researchers in implementing educational programming
environments. Educational programming environments give emphasis on the didactic needs
of students rather than the professional needs of programmers. Kélling et al. (2003) in
particular state that teaching OOP is difficult due to the lack of appropriate tools and
teaching experience for the specific programming paradigm. The most important problems
of the environments that are used for teaching OOP are: (1) the environment is not object-
oriented; (2) the environment is complex; (3) the environment focuses on the development of
GUIs and not on object-orientation.

In order to avoid these problems Koélling et al. (2003) developed the Blue] environment. In
contrast with the rest educational programming environments Blue] is accompanied with a
textbook (Barnes & Kolling, 2004; 2006) and an established set of guidelines for teaching
(Kolling & Rosenberg, 2001). The approach proposed is an “objects-first”, iterative
(important concepts are taught first and often), project-driven approach. Students begin
with a predefined set of classes, create objects and invoke the available methods, in order to
study the objects” behavior. The predefined classes are used for presenting the syntax of
Java. Next, students extend existing classes by implementing or adding their own methods.
The next step is the definition of classes by students in the context of an existing project.
Finally, students are separated into groups and implement an application.

Using Programming Microworlds. Programming microworlds are a special kind of
educational programming environments. What differentiates them is the fact that they use
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an educational programming language or a subset of a conventional language.
Programming microworlds are designed and implemented entirely for didactic purposes
and as a consequence they share some common characteristics (Brusilovsky et al., 1997): (1)
they are, usually, based on existing physical metaphors and use an educational
programming language; (2) they constitute integrated programming environments that are
characterized by usability and incorporate various forms of educational technology for
supporting students, such as software visualization technologies; (3) the problems solved
are, usually, everyday problems. Teaching with programming microworlds focuses on
concepts, and not on the syntax of the language. However, in some cases the programming
language used constitutes a subset of a conventional programming language, and learning
its syntax is part of the didactical process.

Using a model-first approach and coding patterns. The model-first approach considers
conceptual modeling - which refers to the use of programming constructs for describing
concepts, structures and phenomena-, as the defining characteristic of object orientation.
Bennedsen & Caspersen (2004, pp. 478) summarize nicely the idea of this approach:
“Introduction of the different language constructs are subordinate to the needs for implementing a
given concept in the conceptual framework. After introducing a concept from the conceptual
framework a corresponding coding pattern is introduced; a coding pattern is a Quideline for the
translation from UML to code of an element from the conceptual framework.”

2.2 Educational Programming Environments

Numerous educational programming environments have been developed for supporting
students in their introduction to OOP. However, most of them have not been thoroughly
evaluated and their usage maturity is small, with the exception of Blue] (Georgantaki &
Retalis, 2007). A brief comparative presentation of various educational programming
environments based on the evaluation approach suggested by Mclver (2002) is provided in
(Georgantaki & Retalis, 2007). In the next paragraphs we briefly present five such
environments taking into account the graphical interface, interactivity, visualization,
compilation features, and generally the support provided for teaching the OOP paradigm.
BlueJ (http://www.bluej.org). The main window of Blue] (Kolling et al, 2003)
demonstrates in a visual way classes and objects, as well as the application” s structure in the
form of a simplified UML diagram. The UML diagram used presents the names of the
classes and their inter-relations. Students can use the interactive interface of Blue] in order to
construct objects, invoke their methods and inspect their state. The source code of each class
is presented in a separate window, using limited highlihting of source code elements. The
editor supports line numbering, indenting, and bracket matching. Syntax errors are
presented in the bottom of the class’ s window one at a time, while the line of the error is
automatically higligthed. The error messages are explanatory enough, providing the
possible reason that caused the syntax error. Blue] incorporates a visual debugger that
allows the student to insert breakpoints and then execute the program step by step. When
the pop-up menu of a class or an object is used in order to construct an object or call a
method respectively, the window of the debugger appears automatically. Information about
threads, call sequence, static/instance/local variables is presented.

DrJava (http://drjava.org). DrJava (Allen et al., 2002) has a simple interface based on a
“Read-Evaluate-Print-Loop” (REPL). In its single window students can develop, test and
debug a program in an interactive, incremental way. The editor supports brace matching,
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syntax highlighting and automatic indenting. Students can type Java expressions and
statements and see immediately the results, without the need for the main method. In this
way, the idea that each individual unit of a program should be separately tested is
reinforced. In the case of compilation errors, students can click on an error in order to
highlight the corresponding line of the source code. DrJava incorporates a debugger, which
is activated from a menu choice. Then the student can insert breakpoints and use the
commands in the Debug menu to step into/out/over the execution of a method.

Ginipad (http://www.mokabyte.it/ginipad/english.htm). The editor of Ginipad uses
colour for highlighting elements of the source code, as well as the function of code auto-
completion. Classes, methods and fields are presented in a separate pane in a tree form,
updated automatically, when the student edits the source code. Clicking on an element of
the tree results in highlighting the corresponding code fragment in the editor. Ginipad
supports interaction with error messages, but it does not incorporate neither a debugger nor
the function of step-by-step execution.

JGrasp (http:/ /www.end.auburn.edu/grasp/). The editor of JGrasp supports highlighting
of source code elements using colors, as well as numbering of source code lines. What is
more important is the generation of Control Structure Diagrams (CSD) intended to depict
control structures, control paths and the overall structure of each program unit. JGrasp
supports students in developing programs with templates for defining classes, methods and
control structures. The description of the first compilation error, as well as the line of the
source code that most likely caused it are both highlighted. JGrasp provides a visual
debugger that allows students to set breakpoints and then execute the program one
statement at a time. It also generates UML class diagrams for the classes of the current
project. Furthermore, students can create instances from any class in the UML class diagram
or Java. The instances of the classes are placed in an object workbench, as is the case for
Blue] too, and students can invoke their methods in isolation without having to write a main
method. Students can also invoke class or static methods directly from the class diagram.
JCreator LE (http:/ /www jcreator.com/index.htm). The JCreator LE is the freeware version
of the JCreator IDE used for learning purposes. The environment presents in different panes
all the files of a project in tree form and an overview of the current class’s structure in an
expandable tree. It allows the addition of new classes to the project through templates and
dialog boxes, as well as the addition of new methods to a class with the help of dialog boxes.
JCreator LE gives the option of viewing line numbers in the selection margin, instant color
syntax highlighting, auto-indent, word completion and code folding which allows the user
to hide parts of the code. It does not have a tool for debugging and as a result does not
support step-by-step execution. The version JCreator Pro (shareware) contains a debugger,
step-by-step execution and visualization features.

2.3 Programming Microworlds

The most well known microworld is Logo, which was created by Seymour Papert. Although
it was not designed specifically for the teaching of programming it appeared to be an
effective tool for supporting it. However, the majority of the educational tools that have
been developed in the context of this approach are based on the robots Karel (Pattis et al.,
1995) and Karel++ (Bergin et al., 1997), which are used for introducing novices to procedural
and object-oriented programming respectively. The metaphor used is that of a world of
robots, that are assigned various tasks in a world comprised of crisscrossing horizontal
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streets and vertical avenues, wall sections (that represent obstacles) and plastic cones that
emit a beep noise (beepers). For example, a robot might be assigned to harvest a field of
beepers, to escape from a labyrinth and so on. Representative programming microworlds
are:

JKarelRobot (http:/ /math.otterbein.edu/JkarelRobot). JKarelRobot (Buck & Stucki, 2000) is
based on robot Karel and supports three languages: Pascal, Java and Lisp. JKarelRobot uses
Control Structure Diagrams (CSD) for presenting programs and gives the chance to develop
flow diagrams for existing programs. The programs are executed step by step either forward
or backwards. The restriction of this simulator, regarding object-orientation, is the fact that
students can create just one robot. This might lead students to the recorded misconception
that refers to the object-class conflation.

Jeroo (http://info.nwmissouri.edu/~sanders/Jeroo/Jeroo.html). Jeroo (Sanders & Dorn,
2003) uses as a metaphor a kind of an Australian kangaroo and a programming language
related to C++ and Java. The user interface consists of a single window, while the
environment supports the implementation of recursive methods. However, Jeroo has the
following restrictions: there is only one class; students can create up to four robots;
inheritance is not supported; students can extend the Jeroo class with void methods, but not
with predicates.

objectKarel (http://csis.pace.edu/~bergin/temp/findkarel.html). objectKarel (Xinogalos et
al., 2006a) is based on Karel++ and uses a programming language related to C++ and Java.
objectKarel incorporates a series of e-lessons and hands-on activities for motivating students
through the use of concepts before they are asked to implement them. Programs are
developed with a structure editor, which has the form of a menu that is automatically
updated with the names of new methods, and dialog boxes. Students can run, trace with a
predefined speed or execute programs step by step (only forward). Also, objectKarel
incorporates the technology of explanatory visualization, which means that students are
presented with explanatory messages for the semantics of the statement being executed.
Furthermore, it incorporates the ability of recording students’ actions during program
development (recordability). Each compiled version and the compiler output is recorded
and presented with the form of a two level tree.

Karel J. Robot (http:// csis.pace.edu/~bergin/KarelJava2ed/Karel++JavaEdition.html).
Karel J. Robot is a Java-based descendant of Karel++ that has been recently developed.

Alice (http://www.alice.org). Alice (Cooper et al., 2000) is a successful microworld, which
is used for building virtual worlds with 3D objects. Alice is based on the Python
(www.python.org) language and has an object-oriented flavor. Students create virtual
worlds that are populated by 3D objects, such as animals and vehicles. Students control the
appearance and the behaviour of objects by writing simple scripts - invoking methods and
then they watch the animation.

3. The long-term evaluation of the OO Design and Programming Course

3.1 Description of the course

The “Object-Oriented Design and Programming” course described in this chapter is a third
semester compulsory course at a Technology Management Department. The duration of the
semester is normally 13 weeks and the course consists of a weekly two-hour lecture and
two-hour lab. Prior to this course, students are introduced to “Computer Programming”
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with C. This means that basic programming concepts, such as variables, constants,
conditional statements, loops and functions, are considered already known. However,
passing the “Computer Programming” course is not a prerequisite for attending the
“Object-Oriented Design and Programming” course.

The goals of the “Object-Oriented Design and Programming” course can be summarized as
follows: (1) focus on the fundamental OO software development tasks and programming
concepts rather than the teaching of Java; (2) learn to read class documentation and use Java
standard library classes; (3) learn to distinguish, use and extend elements of a given class
(fields, constructors, accessor and mutator methods); (4) designing simple applications using
the OO technique; (5) implementing programs.

3.2 Evaluation of a course based on an educational IDE

The course was taught for the first time the academic year 2005-06. Based on the aims of the
course and the literature regarding the teaching of OOP we organized the course based on
the programming environment Blue] and the book "Objects First with Java: A practical
introduction using Blue]" (Barnes & Koélling, 2004).

The teaching approach of Barnes and Kolling seemed to fit perfectly with the main aim of
the course, which is the comprehension of fundamental OO software development tasks and
programming concepts rather than the teaching of Java. Specifically, both the environment
and the book, and consequently our course, shared the following well-known guidelines for
teaching Object Orientation with Java (Ké6lling & Rosenberg, 2001): (1) Use an Objects first
approach; (2) Don't start with blank screen; (3) Read code; (4) Use “large” projects; (5) Don’t
start with main; (6) Don’t use “hello world”; (7) Show program structure; (8) Be careful with
the user interface.

Heavily based on Blue]J, the accompanying text book and the guidelines mentioned above
eleven two-hour lectures and eleven two-hour labs were organized with the following
content: (1) Objects and classes; (2) Understanding class definitions; (3) Object interaction;
(4) Flexible and fixed size object collections; (5) Using class libraries (i.e. HashMap,
HashSet); (6) Testing and Debugging; (7) Designing classes; (8) Improving structure with
inheritance; (9) Polymorphism and overriding; (10) Abstract classes and interfaces; (11)
Static methods - the main method.

A vast amount of data was collected during the lessons from questionnaires, programming
assignments carried out during lab sessions or at home, the final exams and conversations
during lectures and labs. The rigorous analysis of the data identified several difficulties,
which were categorized and subcategorized as follows (Xinogalos et al., 2006b):

Category 1 - “typical” difficulties encountered independently of the programming
paradigm.

Category 2 - difficulties attributed to the special characteristics of OOP:

Subcategory 2.1 - constructors

Subcategory 2.2 - object instantiation

Subcategory 2.3 - “set” methods (mutators)

Subcategory 2.4 - “get” methods (accessors)

Subcategory 2.5 - method calling

Subcategory 2.6 - access modifiers

Subcategory 2.7 - object collections

Subcategory 2.8 - inheritance
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Subcategory 2.9 - abstract classes/methods and interfaces

Despite these difficulties, students managed to carry out their assignments and comprehend
basic OOP concepts. Furthermore, several difficulties and misconceptions recorded by
Ragonis and Ben-Ari (2005a) in the context of a teaching based on Blue] were not recorded
in our course. This resulted in our decision to continue teaching the course with the same
approach. However, it became clear that some adjustments should be made, since some
difficulties were attributed to specific features of the course and BlueJ:

Feature 1 - emphasis on visualization and direct manipulation techniques incorporated in Blue].
Several difficulties regarding “object instantiation” (subcategory 2.2) and “method calling”
(subcategory 2.5) were attributed to this feature of Blue], such as: (1) omitting the type of the
variable that keeps a reference to the object being instantiated due to extensive use of BlueJ’
s pop-up menu for constructing objects; (2) calling a non-void method as a void method due
to extensive use of Blue]’ s interface for invoking methods - even in the case of a non-void
method the returned value is presented in a window and students do not handle it (i.e.
assign it to a variable, use it in an expression). Ragonis & Ben-Ari (2005b) have also
identified difficulties regarding the dynamic aspects of OOP that can be attributed to the
extended use of the features of Blue].

Feature 2 - emphasis on existing projects. Students become accustomed to working with
existing projects that have to be extended and face difficulties when they have to put
everything together from scratch. Students face difficulties even with “set” and “get”
methods (subcategories 2.3 and 2.4) and “constructors” (subcategory 2.1), since these code
fragments are usually provided in the project and, although they see them, they rarely have
to implement them. In the case of object collections (ArrayLists) students’ difficulties are
much more severe. Although students seem to comprehend the concept of object collections,
they find it difficult, if not impossible, to manipulate flexible size collections for grouping
objects (Xinogalos et al., 2006b).

Feature 3 - postponing the main method. Postponing the main method for the end of the course
means that students have to use exclusively the interface of Blue] for testing code, which
leads in the difficulties mentioned above (see Feature 1).

3.3 Reformation of the course with the combined use of an educational and a

professional IDE

Based on the results of evaluating the course the first year it was offered to students we re-

designed it. The main adjustments that were made can be summarized as follows (Xinogalos

et al., 2007):

=  Students used the interactive GUI of Blue]J for creating objects and calling their methods
in the first three lessons. In the 4t lesson students were taught the main method (11th
lesson in the 1st version of the course) and started constructing objects and calling their
methods by writing code.

=  Students used the features of Blue] with more caution. Students continued to use the
direct manipulation features of Blue] for experimenting with existing projects and
debugging their own after the 4t lesson, but they were always asked to achieve the
desired result by providing source code too. Furthermore, the environment of JCreator
was presented to students and they had the choice of selecting the environment that
fitted better to their needs.

=  Students started to develop simple projects from scratch much earlier in the semester.
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= We decided to omit the lesson about debugging (6th lesson in the 1st version of the
course) and devote two lessons on object collections (ArrayLists), which turned out to
be one of the most difficult concepts for students. Basic debugging techniques were
presented in the context of one of the first labs and students were encouraged to study
the corresponding chapter.

=  Special didactical situations and assignments were designed based on the results of the
assessment.

The evaluation of the re-designed course gave better results than the 1st version of the

course. The evaluation showed that (Xinogalos et al., 2007):

= Some of the difficulties that were attributed to the emphasis given on the features of
Blue] (Feature 1) in combination with the late use of main (Feature 3) were eliminated.
For example, in the 1st version of the course we found out that “some students do not
declare the type of the variable that keeps a reference to the object they instantiate”
(Xinogalos et al., 2006b). This difficulty was not recorded in the redesigned course.
Furthermore, some difficulties regarding the dynamic aspects of OOP were
significantly reduced, such as calling a non-void method from main as a void method.

=  Some difficulties attributed to the emphasis given on existing projects were addressed
satisfactorily. For example, developing projects from scratch early in the semester
helped students face more effectively various difficulties, such us leaving the body of a
constructor empty (subcategory 2.1), omitting the type of an object variable
(subcategory 2.2), and directly accessing private fields outside their class instead of
using “get” methods (subcategory 2.4, 2.6).

Although the re-designed course gave better results, is it obvious that several difficulties

continued to exist. The third year of teaching the course no changes were made on its main

features. The only change was a refinement of the assignments and the activities carried out

at labs, based on the 2-year evaluation and experience of teaching the course.

3.4 Gradual exposure to OOP concepts with a microworld, an educational and a
professional IDE

Although the re-designed course was taught with positive results for two academic years it
is clear that students still faced various difficulties and there was still room for
improvement. It is our belief that a major source for various students” difficulties is a flawed
comprehension of OOP concepts. This is more intense when we have to deal with more
advanced concepts, such as inheritance, polymorphism and overriding. This belief
combined with the advantages of microworlds for introducing students to programming
concepts (Brusilovsky et al., 1997) led us in studying students’ conceptual grasp of OOP
concepts in a course with Blue] (the first course described in this paper) and a teaching with
objectKarel. This study was based on a common test taken at the end of both teachings. The
most important finding of this study was that the students taught with objectKarel were
found to have a significantly better conceptual grasp of basic OOP concepts than the
students taught with BlueJ (Xinogalos, 2008a).

The results of this study strengthened heavily our intention to devote the first two lessons
(lectures and labs) for introducing students to the most fundamental OOP concepts with the
programming microworld objectKarel (Xinogalos et al., 2006a). objectKarel uses a physical
metaphor, that is robots carrying out various tasks on a restricted world. The environment
incorporates a structure editor for developing programs, program animation, explanatory
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visualization features, and enhanced error reporting. The introduction to OOP with

objectKarel aimed at:

=  presenting in a clear and concise way the most fundamental OOP concepts.

=  concentrating exclusively on the concepts, leaving aside the obstacles of learning the
syntax of a programming language and struggling with incomprehensible error
messages.

= using the technology of program animation and explanatory visualization for
supporting students in comprehending the semantics of constructs and concepts and
revealing misconceptions before they are established.

So, the 4th year (2008-09) of teaching the course the first two lectures and labs were based on

objectKarel. In the 1st lesson the concepts object, class, message/method, object instantiation

and inheritance were presented. The 2nd lesson was devoted to multilevel inheritance,
polymorphism and overriding. In the 3rd lesson students were taught class definitions (2nd
lesson in the 1st version of the course, the 1st lesson was no longer needed).

Another change in the course was the sequence of activities and assignments used for

comprehending ArrayLists. Carefully didactic activities/situations and assignments were

devised: (1) comprehending the structure of an ArrayList by presenting simple programs
and the corresponding object diagrams, and then having students draw object diagrams in
order to simulate basic ArrayList operations; (2) filling in blanks that represent error prone
elements in an excerpt of code, in order to think about specific concepts and constructs more
consciously and comprehend them; (3) developing projects that use ArrayLists from scratch.

The evaluation of the course based on the combined use of the programming microworld

objectKarel, the educational programming environment Blue] and the professional

programming environment JCreator gave even better results that the previous version of the

course. Specifically, we found that (Xinogalos & Satratzemi, 2009):

= Students’ active participation and achievements in the written exams improve, as the
course evolves.

=  The results regarding specific students” difficulties show a gradual improvement for
most of the subcategories of difficulties, and in few circumstances slight variations.

*  The interventions on the teaching of ArrayLists had positive results. Better results were
recorded regarding basic operations on ArrayList collections: iterating an ArrayList
collection, retrieving the objects stored in an ArrayList, accessing the private fields of
the retrieved objects using “get” methods.

= The use of objectKarel for introducing students, at the very beginning of the course, to
the most fundamental OOP concepts turned out to be a good decision. The main
concern regarding the use of objectKarel was whether the knowledge acquired in its
context would be transferred afterwards to Java. In a questionnaire about the use of the
three environments, 69% of the students stated that did not face any difficulty in
associating the concepts taught in objectKarel with the corresponding ones presented
afterwards with the use of Java.

=  Furthermore, more students participated in the lectures and the labs, completed the
assignments and gained confidence in their ability to program, in comparison with
previous years. In the questionnaire mentioned above, 91%of the students stated that
the introduction to the main concepts of OOP with objectKarel helped them
comprehend these concepts.
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4. Guidelines for Designing and Teaching an OOP Course

4.1 Outline of the course

Based on the placement of the course (section 3.1) and its four-year rigorous evaluation and
reformation, we have ended up to the series of lessons presented in Table 1. The course is
based on the combined usage of three distinct but complementary for the goals of the course
programming environments: objectKarel, Blue] and JCreator. The didactical material is
based on the material incorporated in the programming microworld objectKarel and the
textbook "Objects First with Java: A practical introduction using Blue]" by Barnes and
Kolling (2006). In section 4.2 we present the rationale of using each one of the three
programming environments, and in section 4.3 we present the most common difficulties and
misconceptions as they were recorded in our four-year evaluation of the course, as well as

specific didactical interventions, activities and/or assignments for dealing with them.

Lesson

[Environment

Content

1

objectKarel

Objects, classes, inheritance: object, construction & initialization of an object,
classes, messages/methods, attributes and behavior of an object, inheritance,
superclass, subclass, inheritance hierarchy, UML class diagram

objectKarel

IMultilevel inheritance, polymorphism and overriding

Blue]

Class definitions: fields, constructors, accessor and mutator methods, return
statements, parameters (formal, actual), variable scope/lifetime, conditionall
statements

Blue]

Object interaction: abstraction, modularization, objects creating objects,
multiple constructors (overloading), class diagram, object diagram, primitive|
and object types, internal/external method call

Blue], JCreator

Static methods: instance vs. static/class methods, the main method, executing]
without Blue], byte code, Java Virtual Machine

6,7

Blue], JCreator

Grouping objects in collections: flexible size collections (ArrayList), fixed size)
collections (array), generic classes, iterators, loops (while, for, for-each)

Blue], JCreator

Using class libraries: Java standard class library, reading documentation,
interface vs. implementation of a class, exploring and using classes (Random,
HashMap, HashSet), access modifiers (public, private), information hiding,
class/ static variables

Blue], JCreator

Designing classes: coupling, cohesion, encapsulation, code duplication,
responsibility-driven design, code reuse

10

Blue], JCreator

inheritance: inheritance,
constructor,

Improving  structure with
inheritance hierarchy, superclass
autoboxing

superclass, subclass,
subtyping, substitution,

11

Blue], JCreator

Polymorphism, overriding: static/dynamic type, dynamic method lookup, super
(in methods), protected access

12

Blue], JCreator

\Abstract classes and interfaces

Table 1. Course outline.
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4.2 Usage of programming environments in the course
The choice of a programming environment for introducing novices to OOP is crucial for the
success of a course. However, this choice is not an easy one. Professional programming
environments are not suitable for such an introduction, since they have too many options,
use terminology that novices ignore, incorporate debugging capabilities that cannot be
easily utilized by novices, and generally are designed to fulfill the needs of professionals.
Programming microworlds and educational programming environments seem to be a better
choice. Programming microworlds are, usually, used when the goal is presenting OOP
concepts and not a specific OOP language. Educational programming environments, on the
other hand, are used when the goal is presenting OOP concepts using a conventional
language, usually Java. Needless to say, no matter what sort of educational tool is utilized
for the introduction to OOP, the transition to a professional programming environment is
necessary. The four-year evaluation and reformation of the course, as well as experience in
teaching programming in other contexts, has shown that more than one tools are necessary
in order to teach cognitive demanding topics, such as programming. The rigorous
evaluation of the course established the following guidelines, regarding the choice and
combined usage of complementary programming environments that fulfill different goals of
the course:
= Use a programming microworld for an initial, short presentation of fundamental OOP concepts.
The microworld used should, ideally, use an attractive and simple for students
metaphor and GUI, and incorporate various forms of educational technology, so as to
concentrate on the comprehension of concepts and not on syntax details. An ideal
environment of this kind is objectKarel, which: (1) uses a simple metaphor of a world of
robots that has features of video games; (2) incorporates hands-on activities, based on
direct manipulation, program animation and explanatory visualization, for
familiarizing students with concepts before they are asked to implement them; (3)
includes a structure editor that guides students through the process of developing
programs and eliminates the need to learn the syntactic details of the language; (4)
supports an easy compilation process, interaction with compilation errors that describe
the source of the error in natural language; (5) uses program animation and explanatory
visualization in order to help students comprehend the semantics of OOP concepts and
control structures. The most important reasons and at the same time advantages of
using objectKarel, or a similar microworld, are the following: (1) fundamental OOP
concepts are presented in a clear and concise way: objects are no more an abstract
concept, but instead they are depicted entities that are manipulated by students; (2)
students gain confidence in their ability to program and are not frustrated from the
complexity of the real thing.
= Use an educational programming environment for connecting the OO concepts presented in the
microworld with their Java implementation. We believe that the transition from the
microworld to an educational programming environment will be much smoother than a
transition to a professional programming environment. An appropriate educational
programming environment will help students deal with difficulties located in: the
syntax; the complexity of the programming environment; the lack of a structure editor;
and most importantly in the conceptual change that is located in students’
familiarization with developing programs that have a visual appeal. The environment
selected must have a simple GUI that supports easy compilation, explanatory error

www.intechopen.com



Guidelines for Designing and Teaching
an Effective Object Oriented Design and Programming Course 409

messages, debugging and visualization features. Visualization of classes and objects,
interactivity and direct manipulation of classes and objects is extremely important.
Students must be able to create objects and invoke their methods interactively without
the need of writing a main method. The most well-known environment of this kind is
Blue]. However, such environments must be used with caution. The interaction and
direct manipulation techniques provided by environments of this kind must be used for
familiarizing students with OOP, but students should not rely on them for too long.
Extended use of these features leads to misconceptions, especially regarding the
dynamic aspects of OOP.

= Use a professional programming environment for preparing the professionals of tomorrow. It is
inevitable that students will have to use a professional programming environment at
some time. When this is accomplished in the context of an undergraduate course
students gain satisfaction and confidence on their knowledge. Of course, this shift from
the educational programming environment must be done at the right time. And the
right time is when students feel confident enough for this transition. Since this time
may vary for each student, we decided to present the professional programming
environment to students at the fifth lesson. Students are guided through an activity in
the process of writing, compiling, debugging and executing a project taking advantage
of main functionalities of such a professional programming environment. In order to
encourage students to use such an environment we give emphasis on features that
provide help to them, such as: (1) the tree presentation of the classes of a project and the
data/function members of a class that make navigation and exploration of a project
easier; (2) the auto-completion ability; and (3) the enhanced highlighting of source code
elements with colour. Furthermore, we provide them with a brief manual describing in
steps the processes of writing, compiling, debugging and executing a project.

4.3 Guidelines for teaching the proposed lessons
Each one of the lessons consists, as we have already mentioned, of one two-hour lecture and
one two-our lab. The teaching approach is heavily based on the approach of the textbook
accompanying Blue] (Barnes & Koélling, 2006):

e “Objects-first”: students create objects and call methods from the first lessons.

e [terative approach: all the main concepts are presented early and are revisited and

examined in more depth as the lessons advance.
e Focus on OOP concepts and not on the syntax details of Java.
o The lessons are organized based on the fundamental tasks of developing an OO application
and not the constructs of Java.

o Project-driven approach.
Also, elements of the “model-first” approach (Bennedsen & Caspersen, 2004) are applied. The
typical procedure for presenting new concepts is the following : (1) a problem is described
that requires the creation of a model of some existing, usually, model of a system; (2) basic
concepts of the problem’s domain and their relations are presented; (3) a cognitive model of
the system is constructed and the parts from which the model is structured - and
consequently the objects that comprise the domain of the problem- are recognized; (4) the
cognitive model is presented with the form of a simplified UML diagram showing all the
classes and their relations, (5) the classes are implemented, or their implementation is
presented, introducing new concepts and constructs; (6) design and code patterns are
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presented for application in similar situations. In the next sections we present important
information for each lesson: how are the new concepts presented; what difficulties have
been recorded; and what didactical interventions have been devised for dealing with these
difficulties. The projects used for presenting the new concepts are the projects that come
with Blue] (Barnes & Kolling, 2006). The name of each project and its chapter are referenced
in parentheses.

4.3.1 Lesson 1: objects, classes and inheritance in objectKarel

The goal of the 1st lesson is the presentation of the most fundamental OOP concepts with
objectKarel: objects, classes and inheritance. All the necessary didactical material (theory,
activities) is incorporated in the environment itself. The activities incorporated in
objectKarel play a central role in the lessons based on objectKarel, and both the lecture and
the lab should - if possible - be carried out at the lab.

Students construct and initialize a robot (object) of the basic model (class) using a dialog box
that guides them. Emphasis is given on the fact that a robot’s state is defined by specific data
values, such as its location (street and avenue). Although students do not declare instance
variables (fields) it is explained that the initial state of a robot is stored in special variables,
called instance variables, which are updated during program execution. Then, students click
on buttons labelled with the names of the commands (messages/methods) recognized by a
robot of the basic model in order for the robot to carry out a specific task and watch: (1) how
the robot responds to each one of the available messages; (2) how the execution of methods
alters the state of the robot (the values of fields are presented); (3) what is the syntax of the
actions performed interactively in the language of robots. Although, students do not - as we
have mentioned - declare fields, emphasis must be given by the instructor on the fact that:
execution of methods can alter the state of an object, which is defined by the values of its fields;
the behaviour of an object may alter substantially based on its state (Holland et al., 1997).

The presentation of the concepts “class and object” is followed by the presentation of a simple
program that is solved using a robot of the basic class and the primitive methods defined in it.
Despite the fact that the problem is conceptually simple, its solution consists of a large number
of statements and students find it difficult to implement, debug and extend it. In the context of
this situation students are presented with the ability to extend the capabilities of the basic class
of robots by defining a new class that inherits the instance variables and methods of the basic
class and extends it with the definition of new methods. The solution of the problem with a
new class that takes advantage of inheritance is presented. This way, students comprehend the
advantages of inheritance. Program animation and software visualization is used for executing
programs in order to comprehend program flow, as well as to make clear that work in
methods is done by message passing (Holland et al., 1997).

The simple metaphor and the hands-on activities of objectKarel give the chance to present the
concepts in a clear and concise way, making it difficult for common misconceptions to arise.
However, the instructor must carefully select assignments. For example, at least one
assignment must involve the construction of multiple objects of a single class, so as to avoid
the “object-class conflation” (Holland et al., 1997). Moreover, students can be given the source
code of a program that uses an object of the basic class and duplicates code, and be asked to
refactor the program using inheritance in order to improve it. Although, students find
duplicate code easier than class reuse (Fleury, 2000), such an assignment helps them
comprehend the true value of inheritance.
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4.3.2 Lesson 2: multilevel inheritance, polymorphism and overriding in objectKarel
The same didactic rationale described in the 1st lesson is used: (1) students are presented
with problems that can not be solved efficiently with the already known concepts, come to a
dead end, and consider as a natural consequence the adoption of new concepts; (2) the
hands-on activities incorporated in objectKarel are used.

In contrast with the concepts presented in the first lesson, the concepts polymorphism and
overriding cause difficulties in some students. Students do not find if difficult to understand
that we can have methods with the same name in different classes as Fleury (2000) has
found, but find it difficult to distinguish between polymorphism and overriding.

In order to help students clarify the taught concepts, the instructor must devise a series of
carefully designed assignments with increasing complexity. The assignments must involve
the definition of classes that implement a multilevel inheritance hierarchy taking advantage
of polymorphism and overriding. UML class diagrams must be utilized. At the beginning
students can be given the description of classes and their relations, and next they can be
given just the description of a problem and analyse it on their own.

4.3.3 Lesson 3: class definitions

In the 3rd lesson a simple class definition in Java is presented using the environment of

Blue]. The class simulates a ticket machine for train tickets (project ticket-machine, chapter

2). Students use the visualization and direct manipulation techniques of Blue] in order to

create multiple objects with different ticket values and invoke their methods. The inspect

function is presented and students are encouraged to use it in order to inspect objects” state

during method invocation.

This lesson is extremely important for two reasons: (1) the interaction and direct

manipulation techniques of Blue] are presented and students must learn to use them

correctly and not excessively; (2) the connection between the OOP concepts presented in

objectKarel and their implementation in Java must be made.

Several difficulties were recorded the first year of teaching the course and were gradually

dealt with, due to special didactical interventions. Some of these difficulties are

characterized as “typical” difficulties, which are difficulties widely known to instructors and

independent of the OOP paradigm: they refer to parameters, return types and values of

methods. Other important difficulties that instructors must have in mind are the following

(categorized accordingly to the classification presented in section 3.2):

Subcategory 2.1 - constructors:

=  Several students have difficulty in defining multiple constructors in a class (Carter &
Fowler, 1998), and define just one constructor or give the constructors wrong names.

= The use of this is not easy for students. However, in cases where its use in a
constructor was needed, students did not shadow instance variables as recorded by
(Truong, 2004), but instead chose to change the name of the parameter so as to avoid
the use of this.

=  Students face difficulties in initializing the fields in a constructor. The most common
errors are: assigning the value of an undefined identifier and not the value of the
parameter; assigning incorrect constant values.

Subcategory 2.3 - “set” methods (mutators)

*  Declaring as return type of a "set" method the type of the parameter (instead of void).

Subcategory 2.4 - “get” methods (accessors)
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=  Some students access directly private fields instead of using a “get” method, even when
this is not allowed (accessing a private field outside its class).

Subcategory 2.6 - access modifiers

= Some students do not apply their knowledge regarding access modifiers in the context
of reading or writing code, even though they seem to understand their meaning. This
leads to errors, such as accessing directly a private field outside its class.

Also, some difficulties and misconceptions that come to surface later, usually the fifth lesson

when students use the main method for testing a class instead of the GUI features of Blue],

stem from the wrong usage of Blue]'s features in the first lessons. The most important

difficulties and misconceptions that must be taken into account by instructors are (Xinogalos

etal., 2007):

Subcategory 2.2 - object instantiation:

=  Some students do not declare the type of the variable that keeps a reference to the object
they instantiate, as a side effect of using the Blue]’s pop-up menu for constructing
objects. The instructor must emphasize from the very beginning that for each object
constructed, a reference is kept in a variable of the appropriate type. All this
information is provided in the dialog box used for naming the instance and initializing
it and students must learn to use it consiously and not mechanically. The instructor
should also present the statement in Java for accomplishing the same result.

Subcategory 2.5 - method calling:

=  Several students call non-void methods as void methods. This behavior is attributed to
Blue]’s misleading way of executing methods using the pop-up menu: invoking a non-
void method results in showing the return value in a dialog box. The instructor must
emphasize the fact that the value returned when calling a non-void method must be
appropriately manipulated by the program, for example the value can be printed in the
terminal using a System.out.println statement, used in a condition or an
expression and so on. The misconception that “calling a non-void method results in
printing automatically the returned value” must be avoided from the very beginning.

The instructor should also take into account the difficulties regarding the dynamic aspects of

OOP, which are attributed by Ragonis & Ben-Ari (2005b) to the extended use of Blue]’s

features.

In order for the students to comprehend the concepts presented in this lesson and face their

difficulties, they are asked to extract information from the ticket machine class regarding its

fields, constructors and methods (name, return type and value, parameters, role) and fill in

tables using paper and pencil. Next, students can extend the class. One of the first extensions

must be adding a second constructor to the class, in order to detect potential difficulties with

multiple constructors. Finally, the instructor must make sure that students have

comprehended the relation between the OOP concepts presented in objectKarel and their

implementation in Java. This could be done by asking students to define in Java a class

simulating the basic model of robots, leaving out - of course - graphical representation

issues.

4.3.4 Lesson 4: object interaction

Students are presented with the concepts of abstraction, modularization and “object
interaction”, using an implementation of a digital clock display (project clock-display,
chapter 3). The project consists of two classes: (1) the NumberDisplay class that represents
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a two-digit number display incrementing by one and rolling over to zero when it reaches a

given limit; (2) the ClockDisplay class that contains two NumberDisplay object fields,

one for the hours and one for the minutes.

Students face various difficulties when the fields of a class are not of a primitive but of an

object type (Xinogalos et al., 2006b):

Subcategory 2.2 - object instantiation:

= students are not sure where and how they should instantiate the objects that the fields
will refer to, as well as

= how to manipulate this type of field

Subcategory 2.5 - method calling:

= the fact that they have to use dot notation for calling methods for a field, which is an
object itself, seems to confuse them

= in a class where both internal and external method calls should be used, some students
use in both cases an external method call.

In this lesson it is necessary to use object diagrams in order to help students form a

conceptual model of an object that “includes” other objects. As a first activity, students

study the implementation of the two classes used for the display of the digital clock and: fill

in tables regarding the fields, constructors and methods of the classes; draw the object

diagram at the moment that the a digital clock is created; write down the line-numbers in

the source code of the ClockDisplay class where we have an internal and external method

call (providing the name of the object too in the later case).

Next, students implement their first class from scratch. The class includes primitive type

fields, two constructors, accessor and mutator methods. The definition of object type fields is

avoided for the moment.

4.3.5 Lesson 5: the main method

The goal of this lesson is the presentation of the main method and execution without using
the visualization and direct manipulation features of Blue]. This topic is not adequately
covered in the textbook of Blue] and the instructor must prepare notes with the following
content: instance vs. class/static methods, the syntax and role of the main method, byte
code, execution of a Java application, Java Virtual Machine. An example of a class
containing a static method is presented and the environment of Blue]J is used in order to
make clear the difference between instance and static methods: students right-click on the
class containing the static method and realize that they can invoke the static method,
without creating an instance of the class first. Students implement, with guidance, a main
method for a project they have already worked with, for example the ticket-machine project.
They write code for accomplishing the same result they had previously accomplished by
interacting with the environment of Blue]. The difficulties that arise are many and some of
them are related, as we have mentioned in section 4.3.3, to the way the features of Blue]J
were used in the previous lesson. The professional programming environment of JCreator is
presented to students. Students are guided through the process of creating a new project,
adding existing java files of a Blue] project, adding a new class defining a main method
using the auto completion feature, navigating through the classes of the project and the
elements of each class using their tree representation, compiling, debugging and executing
the project with JCreator. Blue] is still used for presenting new concepts with the use of
projects, as well as for exploring projects interactively. However, students are free to choose
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the environment that suits better to their needs and preferences when carrying out their

assignments.

The difficulties that arise are many and some of them are related, as we have mentioned in

section 4.3.3, to the way the features of Blue] were used in the previous lesson. However,

several difficulties which were attributed to the way the Blue] environment was used in the
first version of the course were not recorded in the following versions of the course. For
example, “forgetting to declare the type of the variable that keeps a reference to the object
being instantiated” was recorded only in the first version of the course (Xinogalos et al.,
2006b; 2007). The most important difficulties that instructors must take into account and try

to face are (Xinogalos et al., 2006b; 2007; 2009):

Subcategory 2.1, 2.2 - constructors, object instantiation:

= Some students confuse the definition of a constructor with its invocation, and use
formal parameters instead of arguments when calling the constructor.

= Some students use as arguments in the invocation of a constructor the fields that are
going to be updated.

= The type of object variables is missing.

Subcategory 2.3, 2.5 - “set” methods (mutators), method calling:

=  The name of the field being updated is used as argument in "set" methods.

Category 1 - typical difficulties & Subcategory 2.5 — method calling:

*  Missing arguments in method calls.

=  Missing () in methods without arguments.

=  Calling a non-void method as void.

* A method is called without an instance.

Subcategory 2.4, 2.6 - “get” methods (accessors), access modifiers:

=  Private fields are accessed directly outside their class instead of using a "get" method.

Special didactical situations must be devised by the instructor in order to help students face

their difficulties. During the evolution of the course we found out that the following ones

help:

=  Students are provided with a presentation which utilizes animation in order to present
processes that are either done automatically and “silently” by the BlueJ system - such as
the declaration of an object variable during object instantiation - , or are overlooked -
such as using the value returned by a non-void method. Screenshots of the dialog boxes
that appear during the interaction of the user with the system are presented together
with explanations of the processes that take place automatically and their form using
Java syntax.

=  Examples and assignments that are based on already known projects are used. Students
are asked to write a main method for accomplishing the same result accomplished in
previous lessons by interacting with the system of Blue].

* A program containing common errors is presented. Students are asked to track down
the errors and then compile the program in order to check their answers. The
corresponding error messages, which are not always comprehended by students, are
presented and explained, so as to help students in utilizing error messages for tracking
down and correcting the errors and not “blindly” changing the source code and waiting
for the errors to disappear as if by magic.
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4.3.6 Lesson 6: grouping objects in collections (ArrayList)
The use of collections for grouping objects is very common in object oriented applications,
and even small-scale programs developed by undergraduate students. One of the most
popular Java collections is the ArrayList collection, which represents a flexible-sized
collection. The advantages of ArrayList collections are many and researchers state that it
should be introduced first and emphasized over Arrays because it is a “better structure for
representing contiguous lists, both conceptually and in terms of implementation” (Jacobson &
Thornton, 2004) and “it gives students better abstractions that are more general and will serve them
in years to come” (Ventura et al., 2004). So, the 6t lesson is devoted to the popular flexible
size collection of ArrayList and the 7th lesson to the fixed size collection of array.
For the presentation of ArrayList collections a simple electronic notebook project is used
(project notebook, chapter 4). Object diagrams are used for supporting students in
understanding the structure of an ArrayList. Students perform various functions - add
objects, remove objects, iterate the collection and print its objects” info - using the GUI of
Blue], while they inspect the state of the ArrayList object using Blue]’s inspect function.
Manipulating an ArrayList is not easy for students. Although students seem to comprehend
the concept of object collections, they find it difficult to use flexible size collections for
grouping objects (Subcategory 2.7 - object collections) (Xinogalos et al. 2006b, Xinogalos et al.,
2008b):
=  Students face difficulties in defining methods that return an ArrayList object and then
calling it from main(): (i) other return types are used instead of ArrayList; (ii) the return
statement is missing; (iii) the method is called from main as a void method.
=  Some students do not use the built-in add method for adding objects to an ArrayList or
use it incorrectly. For example, add is called for each field of the object being stored to
the ArrayList separately and not for the object as an entity.
=  Students face difficulties in iterating and retrieving the objects stored in an ArrayList: (i)
a while loop is used but objects are not retrieved; (ii) the ArrayList is not iterated; (iii)
the retrieved object is not assigned to a variable; (iv) students find it more difficult to
use an iterator for iterating an ArrayList instead of an index and the built-in get
method.
= Students access directly the private fields of the retrieved objects, sometimes even
without an instance.
=  Several students can not manipulate an ArrayList at all.
During the four years of teaching the course we have tested various activities for supporting
students in dealing with their difficulties. The evaluation of the course led us to the
following conclusions:
A first activity should focus on comprehending the structure of an ArrayList. As Kolling
and Rosenberg (2001) state in one of their well-known guidelines for teaching object
orientation with Java “visualising class structure is crucial for students to develop an
understanding of the important concepts” (guideline 7, pp. 35). In correspondence to this
statement, we believe that visualizing an ArrayList object structure is of great importance
for students to comprehend the concept of ArrayList. Object diagrams seem to help
students. Also, the visualization abilities of Blue] seem to help some students, but these
visualizations are not as effective for collections of objects (like ArrayLists) as for standalone
objects, since they consist of object inspection windows that are not connected in any way.
However, the students should not just “read” object diagrams. As Bergin (2000) states in one
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of his pedagogical patterns “Students can learn to read programs earlier than they can learn to
write them. But, they should not be permitted to be overly passive in their reading” (pattern “fill in
the blanks”). So, we believe that students must not just “read” object diagrams but ‘write’
them too. In the context of their first activity students can be given a problem specification
and the corresponding code (including a main method) and asked to draw in paper the
object diagram. Students can also be asked to simulate basic ArrayList operations - such as
iterating and processing their objects, adding new ones, removing objects - making the
necessary changes to the object diagram and answering carefully designed multiple choice
and open type questions. The correspondence of object diagrams with the visualizations
provided by Blue] should be presented and students should be encouraged to use them.

The next activity can be an exercise requiring filling in blanks. As Bergin (2000) states in his
pedagogical pattern under the name “fill in the blanks”: “Students can often learn a complex
topic by building several small parts of a larger artifact”. This pedagogical pattern has been
adopted by Kolling and Rosenberg (2001) too as a guideline under the name “Don’t start
with a blank screen” (guideline 2). However, in our case, we believe that the “blanks”
should not represent whole methods but specific error prone elements in an excerpt of code.
A paper with the problem specification and the source code with blanks can be given to
students in order to fill it in. When interviewed after an activity like this, students stated that
the activity helped them “track the points that cause them difficulty and make specific questions”,
“focus on issues that cause them great difficulty” and “manage to write some source code that
otherwise could not be accomplished” (Xinogalos et al., 2008b).

Next, students can implement programs from scratch.

4.3.7 Lesson 7: grouping objects in collections (ArrayList vs. Array)

This lesson is devoted to array collections and their comparison with ArrayList collections.
In order to present arrays and their differences with ArrayLists we have implemented the
notebook project of the previous lesson using arrays. This way, students comprehend better
the similarities and differences of the two structures. Students are assigned a project that is
implemented using both ArrayLists and arrays.

4.3.8 Lesson 8: using class libraries

In this lesson students are introduced to reading documentation and using library classes in
general, as well as specific library classes in particular. This is accomplished in the context of
exploring and improving a primitive implementation of an Eliza-like dialog program based
on text used to provide technical support to customers of a software company (tech-support
project, chapter 5). Students learn to read class documentation and are shown how various
classes are used for improving the technical support system: the String class is used for
improving the processing of user’s input (ignoring letters’ case, removing spaces and so on
in order to process users’ requests and respond); the Random class is used for adding
random behavior in the system’s responses; the HashMap class is used for associating
keywords present in users” questions with related responses; the HashSet class is used for
tokenizing users’ input to a set of words. Blue]’s ability to generate the interface of a class (in
the editor window) is presented and students are encouraged to use it for exploring the
classes of the projects incorporated in Blue]. Also, the way that javadoc and basic key
symbols, present in all Blue]’s projects, are briefly presented. However, due to time
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limitations students, although encouraged, are not asked to write class documentation.The
first lab activity is about locating the String class in Java’ standard class library, study its
documentation and track down specific information: define the role of specific methods;
search for methods that carry out specific tasks; recognize the information provided by the
signature of methods, such as their return type and parameters. Finally, students use the
methods of the class for implementing specific tasks that represent fundamental functions
on strings. Next, students develop projects using class libraries. For example, a simple
phone book is implemented utilizing the HashMap class.

Students comprehend easily the structure of Java’s standard class library, the concept of
packages, the way the documentation is read and used. The only obstacles are the language
and the terminology used for describing methods. Some times students guess the role of a
method from its name - after all students realize that using meaningful identifier names is
important!

4.3.9 Lesson 9: designing classes

Presenting principles of good class design or/and recognizing bad class design is not an
easy task. Just presenting theoretically the relevant concepts will not have a great impact on
students’” knowledge on designing classes. It must be clarified that an application that
performs the intended task is not necessarily well-designed. Problems come to surface when
the application has to be extended. An extension that would require trivial effort in a well-
designed application might require extended changes in a badly-designed application. The
best way to present this to students is to use an application with badly-designed classes that
from the point of users works perfectly. Trying to make small extensions will bring to
surface the underlying problems. An excellent project for this purpose is the world-of-zuul
project (chapter 7) of Blue]’s textbook. This project is an interactive, text-based adventure
game, which is highly extendable. The most interesting extension for students is providing a
GUI for the game, a topic that is not covered in the course. Various extensions for the game
are considered that give the chance to present clearly several concepts regarding class
design: code duplication, responsibility-driven design, coupling, cohesion and refactoring.
Students implement at the lab some of the extensions discussed in the lecture for the world-
of-zuul game. Unfortunately, it is difficult for students to apply all the principles of good
class design presented to them, since this means that a project of a considerable size must be
implemented. Taking into account the time limitations of the course this is not easy to be
accomplished. However, students should definitely be assigned a project that involves
designing the classes on their own utilizing UML class diagrams.

4.3.10 Lesson 10: improving structure with inheritance

Inheritance is one of the most fundamental OOP concepts and is presented from the first
lesson with the use of objectKarel. In the 10th lesson inheritance is revisited more formally
using Java for implementing it. The 4t year of teaching the course we were pleasantly
surprised to see how easy students comprehended the concept of inheritance. The project
used for presenting the concepts related to inheritance is a database of CDs and DVDs
(dome project, chapter 8). The project consists of three classes: CD, DVD and Database
containing two ArrayList fields for grouping CDs and DVDs. In its first version the project
does not use inheritance. Students easily realize the existence of duplicate code in all three
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classes. When asked how the project can be improved students propose the use of

inheritance, which was clearly presented in objectKarel. The way that inheritance is

implemented in Java is presented and a new version of the project that uses inheritance is

presented and discussed. Polymorphism is also introduced with the definition of a print

method in both subclasses, and the superclass for printing the values each class’s fields.

When students execute the program they are confronted with a problem: just the values of

each class’s fields are printed and not the ones inherited. This problem is faced in the next

lesson.

Using objectKarel for introducing students to the fundamental OOP concepts provides great

help to students. Some of the difficulties recorded in the previous years were not recorded

in the 4t year of teaching the course, while others were reduced. However, the most

common difficulties that instructors must have in mind, in order to deal with them, are

(Xinogalos et al., 2006b):

Subcategory 2.1, 2.8 - constructors, inheritance:

= In the constructor of a subclass students do not invoke the constructor of the superclass
(Truong & Bancroft, 2004) and as a consequence they do not use parameters and/or
assign values to the attributes/fields inherited from the superclass.

Subcategory 2.8 - inheritance:

= In cases where multilevel inheritance is implemented, students - when asked to define
the messages that an object of a subclass responds to - go up only one level at the class
hierarchy.

= Some students face difficulties with subtyping. We observed that when students are
confronted with a statement that declares a variable and stores a reference to an object,
most of them recall the rules of subtyping and give correct answers to relevant
questions. On the other hand, when students are confronted with the declaration of a
variable and asked what types of objects can be referenced by this variable, several
students do not think about subtyping and mention only the type of the class.

=  Some students fail to realize the way that multiple inheritance is implemented in Java
and believe that each concrete class can extend directly more than one class.

An activity that helps students comprehend what happens when the constructor of a

subclass is executed is using the debugger and executing the project presented in the lecture

step by step. This helps student understand: how the constructor of the subclass invokes the

constructor of the superclass; how are the inherited fields initialized; that they have to

provide in the subclass constructor invocation arguments for the superclass constructor too.

This activity also prepares students for the introduction of some concepts introduced at the

next lesson: static and dynamic type, dynamic method lookup.

4.3.11 Lesson 11: polymorphism and overriding

Having as a starting point the problem with the print method in the project of the previous
lesson and the observations made during the step-by-step execution activity described
above, the concepts of static/dynamic type and dynamic method lookup are introduced. It
is clarified that the static type is used during compilation and the dynamic type during
execution for dynamic method lookup. Students having in mind the concept of overriding
presented at the second lesson with objectKarel comprehend without difficulty that the
problem is solved by calling in the print method of the subclasses the overridden print
method of the superclass. What is different in comparison with objectKarel is the syntax for
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calling an overridden method in subclasses. With the help of objectKarel polymorphism and

overriding are more easily comprehended by novices. The difficulties recorded in the first

version of the course were significantly reduced:

Subcategory 2.8 - inheritance:

= In a “set” method of a subclass that overrides a “set” method of a superclass with the
purpose of assigning values to all fields (including those inherited), students omit the
call to the overridden “set” method of the superclass and just assign values to the fields
of the subclass.

=  Students include in a subclass method a call to the overridden method of the superclass,
but they do not use the corresponding parameters in the overriding method.

=  Some students can not differentiate between polymorphism and overriding.

4.3.12 Lesson 12: abstract classes and interfaces
Abstract classes and interfaces are presented using a classic predator-pray simulation (foxes-
and-rabbits, chapter 10). The initial version of the project does not take advantage of
inheritance. The project consists of several classes, but conversation focuses on three classes:
the Fox class used to represent foxes; the Rabbit class used to represent rabbits; and the
Simulator class which controls the simulation. This project is used not just for presenting
the new concepts, but for reinforcing the already taught inheritance concepts and good class
design principles as well. Students are guided through the process of creating an Animal
superclass extended by the subclasses Fox and Rabbit; using one collection for grouping
both kinds of the simulation’s actors (foxes and rabbits) instead of two; substituting the
hunt method of foxes and the run method of rabbits with a polymorphic act method
implementing the basic behavior of each actor in the corresponding subclass; presenting the
need to add an abstract act method to the Animal superclass in order for the project to
compile (act is called for the objects-actors grouped in a collection and retrieved in a
variable with static type Animal); an Actor interface is added so as to make possible the
usage of other kinds of actors besides animals.
The evaluation of the course has shown that students do not find it difficult to implement
abstract classes and interfaces, but instead to understand their true meaning and when they
should declare a class as concrete, abstract or interface. Next, we present some
misconceptions that were recorded in the first course (Xinogalos et al., 2006b):
* Some students have the misconception that they can create objects not only from
concrete classes, but from abstract classes and interfaces too.
=  Some students believe that a class can implement just one interface.
= Some students believe that it is not necessary for a concrete class to implement an
abstract method declared in its abstract superclass.
= Some students believe that an abstract class declares only abstract methods, while
others believe that both abstract classes and interfaces declare only abstract methods.

5. Conclusions

The long-term evaluation and reformation of the “Object Oriented Design and
Programming” course presented in this chapter has established some guidelines that can be
utilized by researchers and instructors for designing and teaching an effective course. These

www.intechopen.com



420 Advanced Learning

guidelines do not refer, as usually, to specific aspects of the course. The guidelines presented
cover all the aspects of the course: teaching approaches utilized; sequence of concepts and
organization of lessons; usage of the well-designed projects accompanying Blue] and its
textbook; programming environments used, their role in achieving the goals of the course
and potential pitfalls; potential difficulties and misconceptions; didactical interventions for
dealing with recorded difficulties.
Besides the specific guidelines for designing and teaching an effective OO Design and
Programming course, the four-year evaluation and reformation of the course has also drawn
some more general conclusions regarding course design and effective teaching of
demanding subjects:
= Continuous evaluation of teachings is necessary in order to reach valid conclusions and make
improvements. Although, the teaching approach adopted in the first version of the course
was not an empirical one, it was our belief that it should definitely be evaluated by
recording students’ achievements and studying their conceptions. The decision to take
on a long-term evaluation of the course proved to be right. This evaluation gave us
invaluable insights into students’ difficulties and helped us reform the course with
increasingly positive results the last four years.
= More than one tool is needed in order to support demanding cognitive areas, such as
programming. The usage of multiple tools for supporting the teaching of cognitively
demanding subjects must not be avoided. In the OOP course described the use of three
distinct but complementary programming environments helped in achieving better
results without causing any cognitive overload.
With the belief that continuous evaluation of teachings is necessary in order to reach valid
conclusions and make improvements we intend to continue the long-term evaluation of the
course. The results of this never-ending evaluation along with the results of studies that are
made available to the teaching community, the gathered experience and the new technology
enhanced tools that come to surface will support us in developing even more appropriate
educational material (i.e. examples, activities, assignments) and move to reformations for
improving the teaching of OO Design and Programming. Our main goal for improving the
course focuses on devising new material for supporting students in deeply comprehending
the principles of good class design and the techniques for improving an application’s
structure and designing truly OO applications.
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